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ABSTRACT
Characteristics and demands of the modern and digital society have transformed the software development scenario and presented new challenges to software developers and engineers, such as the need for faster deliveries, frequent changes in requirements, lower tolerance to failures and the need to adapt to contemporary business models. The adoption of agile practices has allowed organizations to shorten development cycles and increase customer collaboration. However, this has not been enough. Continuous actions of planning, construction, operation, deployment and evaluation are necessary to produce products that meet customers’ needs and behaviors, to make well-informed decisions and identify business opportunities. Thus, organizations should evolve from traditional to continuous and data-driven development in a continuous software engineering approach. Continuous Software Engineering (CSE) consists of a set of practices and tools that support a holistic view of software development with the purpose of making it faster, iterative, integrated, continuous and aligned with business. It is a recent topic of Software Engineering, thus there are many open questions. This paper introduces a CSE framework that represents CSE processes, points out some research questions and discusses proposals to address them.
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1 Introduction
Changes and unpredictability in market demands, complex and changing customer needs, and pressure to deliver products faster are challenges faced by many software organizations. Some of the difficulties that need to be overcome when dealing with these challenges are due to the lack of connection between important software development activities such as planning, implementation and deployment [7]. These difficulties are usually accentuated when development adopts a traditional sequential approach, prescribed by the waterfall life cycle model.

To address market demands, many organizations have adopted agile methods with the intention of increasing the organization responsiveness to change. By emphasizing flexibility, efficiency and speed of delivery, agile practices have led to a paradigm shift in how software is developed [8][26]. In the last two decades, it has been perceived that increasing the frequency of some critical development activities contributes to reduce some problems. Practices such as "release early, release often" have been established mainly in the context of open source software development and have proven beneficial in terms of quality and consistency [24]. The successful adoption of agile methods has also provided evidence of the need for greater flexibility and adaptation in the software development environment [27].

Some initiatives have emerged aiming to speed up the development process and improve the connection between its activities. For example, Continuous Integration [3] seeks to eliminate discontinuities between development and delivery. In a similar approach, DevOps [6] recognizes that the integration between software development and software operation must be continuous. Extending the need for integration to other levels, BizDev [7] advocates that continuity should exist not only in the software process context, but also between software and strategic processes of the organization.

The need for continuous software planning, building, operation and evaluation is addressed in Continuous Software Engineering (CSE), which understands that the software development process is not a sequence of discrete activities, performed by distinct and disconnected teams. It aims to establish a continuous flow between software-related activities, taking into consideration the entire software life cycle. It is a recent topic that seeks to transform discrete development practices into more iterative, flexible and continuous alternatives, keeping the goal of building and delivering quality products according to established time and costs [7].

As a recent topic, there are several emergent works (e.g., [6][7][18][19][26]) but there are also many issues to be
addressed. For example, a formal description of CSE aspects and involved processes is needed to enable its adoption in real world settings [12]. Moreover, it is necessary to provide knowledge to overcome challenges in the introduction and enhancement of CSE in companies [21][17]. In fact, a general conceptualization to provide understanding about CSE as a whole is needed. Thus, in this paper, we introduce a framework for CSE, representing a set of processes to be performed in the CSE context and the main relations between them. We also discuss some research opportunities and introduce some proposals to address them. The paper is organized as follows. Section 2 provides the background for the paper. Section 3 introduces the proposed CSE framework. Section 4 discusses research questions and proposals of solution. Section 5 concludes the paper.

2 Background

CSE involves practices and tools that aims at establishing an end-to-end flow between customer demand and the fast delivery of a product or service. The ‘big picture’ by which this might be achieved goes beyond agile principles and surfaces a more holistic set of continuous activities [7]. According to Johanssen et al. [17], in CSE, customers are proactive, and users and other stakeholders are involved in the process, learning from usage data and feedback. Planning is continuous, so as requirements engineering, which focuses on features, modularized architecture and design, and fast realization of changes. Agile practices are employed, including short development cycles, continuous integration of work, continuous delivery and continuous deployment of releases. There is version control of code, branching strategies, fast commit of code, code coverage and code reviews. Quality assurance involves automated tests, regular builds, pull requests, audits and run-time adoption. Knowledge is shared and continuous learning happens, capturing decisions and rationale.

In the last years, some works have addressed CSE processes and practices. Olsson et al. [26] defined the Stairway to Heaven model (STH), which describes the evolution path organizations follow to successfully move from traditional to customer data-driven software development. It comprises five stages: traditional development, agile organization, continuous integration, continuous deployment, and R&D as an innovation system. In summary, organizations evolving from traditional development start by experimenting with one or a few agile teams. Once these teams are successful, agile practices are adopted by the organization. As the organization starts showing the benefits of working agile, system integration and verification becomes involved and the organization adopts continuous integration. Once continuous integration runs internally, lead customers often express an interest to receive software functionality earlier than through the normal release cycle. They want continuous deployment of software. The final stage is where the organization collects data from its customers and uses the installed customer base to run frequent feature experiments to support customer data-driven software development.

Fitzgerald and Stol [7] argue that continuous activities go beyond software engineering activities. They introduce the Continuous* term, as a set of activities from business, development, operations and innovation that provides the holistic view of the software life cycle. Continuous planning, continuous security, continuous use, continuous trust and continuous experimentation are some of the Continuous* activities considered by the authors. They introduce BizDev, analogous to DevOps, but referring to the continuity and alignment between business strategy and software development.

From interviews performed with CSE practitioners, Johanssen et al. [16] defined the Eye of CSE, which consists of 33 elements (e.g., practices) organized in nine categories. According to the authors, the Eye of CSE can serve as a checklist for practitioners to tackle the subject of CSE by incrementally applying CSE elements and keeping an eye on potential next steps. The proposal differs from the sequential nature of the SH model [26]. Even if some CSE elements, such as continuous integration and delivery, require a stepwise introduction, the authors argue that CSE should be approached from multiple angles simultaneously.

Some studies have investigated specific aspects related to CSE, such as user feedback [15], practical issues [16], human factors [28] and decision knowledge [20]. Some of them reveal challenges and difficulties faced in the CSE context. From works reported in the literature, it can be noted that a consensus about what CSE is and its practices has not been achieved yet [16].

3 A Framework for CSE

Aiming to provide knowledge about CSE, we have worked on a framework that represents a set of processes to be performed in the CSE context and the main relations between them. Its purpose is to provide an overview of CSE and serve as a basis for future research. It was inspired mainly by the works by Olsson et al. [26], Fitzgerald and Stol [7] and Johanssen et al. [16]. The processes were defined taking processes suggested in [7] and stages defined in [26] into account. Different from [26], our framework considers that processes can be performed simultaneously and gradually. Elements from [16] were also considered to define the processes (e.g., Continuous Knowledge Management was based on knowledge-related elements of the Eye of CSE). Figure 1 shows an overview of the proposed framework. In the figure, processes containing development activities and that are at the core of CSE are represented by pentagons, rectangles with rounded edges represent other processes, thin arrows represent data flow from/to the repository and wide arrows represent information flow between process. Data flows mean that the process produces and stores data in the repository, or uses data stored in it (for example, Agile Development stores in the repository data about effort spent on the tasks). Information flows mean that processes change information, which does not necessarily involve data from the repository (for example, Continuous Quality Assurance can establish new quality standards/goals to be used in Agile
Development). For visualization reasons, information flows between core processes are omitted in the figure (they are implicit in the shape used to represent these processes). Moreover, Continuous Knowledge Management and Continuous Software Measurement are represented as vertical rectangles, meaning that they are related to all the other processes.

**Figure 1: Framework for CSE - Overview**

In a nutshell, organizations adopt Agile Development practices, which include, among others, the notion of small and empowered teams, backlog, short time-box and daily standup meetings. Once agile development has been adopted, there is the need to test the built code in the broader context of the system. This leads to the adoption of Continuous Integration, which involves, among others, test-driven development, automated build and test environment. When the customer demands more frequent releases of software, the organization performs Continuous Deployment, where software is deployed at customers at the end of agile sprints, or even more frequently, and after passing the continuous integration testing activities. These three processes working together embody the DevOps approach [6]. Organizations can perform Continuous Experimentation, which involves experiments (e.g., tests A/B) to continuous evaluate new features and optimize existing features by considering customer data and feedback. Over the processes, quality assurance activities (e.g., verification and validation) are continuously performed (Continuous Quality Assurance) aiming at product and process quality.

Continuous Software Measurement define measures necessary to provide useful information for daily activities and decision making (e.g., number of sprints, planned tasks, performed tasks, team productivity, number of defects, number of deployments, user feedback, etc.). During the execution of the processes, data is collected and stored in the data repository. Data is used to aid in Continuous Planning, Monitoring and Control and support data-driven decision making. Based on information obtained from data analysis, plans are reviewed, new plans are established and corrective actions are performed in alignment to the business goals (Business Alignment), which is consistent with the BizDev approach [7]. Data from the repository combined to management and business information are used to Continuous Improvement and Innovation of products and processes. Data provided from users in the experiments are particularly important in this context. Finally, Continuous Knowledge Management disseminates knowledge useful to perform the processes and also captures, evaluates and makes available new knowledge produced when processes are performed.

Concerning the relations among the processes, Business Alignment provides business information to Continuous Planning, Monitoring and Control that, in turn, provides management information regarding software projects, aiming to align business and software projects. These processes exchange information with the core processes to carry out development activities according to business and projects goals. The relations between these processes allow to connect and align aspects from BizDev and DevOps approaches.

Continuous Experimentation uses information from the core processes to evaluate features and provides information to these processes to improve existing features or develop new ones. Information from the experiments results are used in Continuous Planning, Monitoring and Control to adjust or create plans according to the features to be developed or adjusted. They are also important to reveal new opportunities in Business Alignment.

Continuous Quality Assurance uses information from the core processes (e.g., requirements, produced artifacts, adopted methods) and inform them about quality standards/goals to be met and quality assurance results. This information is also relevant to adjust plans considering the actions necessary to correct non-conformities. It is also useful to Continuous Improvement and Innovation, helping identify improvements that can be made in software products and processes. Information about improvements and innovation is relevant to the establishment of new quality standards and goals. Continuous Improvement and Innovation needs to take management and business information into account. On the other side, improvements and innovation actions need to be aligned to business and considered in new plans.

Continuous Software Measurement identifies information needs from all the processes and define measures to be collected to meet the information needs. Lastly, Continuous Knowledge Management captures knowledge from all the process and also provides knowledge to all of them.

### 4. Research Questions and Proposals of Solution

We have used our framework as starting point to identify research questions that can be explored in future research. Our plan is to advance on the research and add the produced results to the framework, turning it into a more robust tool to support
CSE. In this section, we discuss some questions and some proposals on which we have worked to address the questions.

**RQ1. How to implement CSE practices and evolve from a practice to another?**

Implement CSE practices requires changes in the way the organization works. Many times, organizations struggle with the changes to be made along the path and with the order in which to implement them [26]. There are some proposals that aim to help organizations in this matter, such as [26] and [19]. However, it is necessary to grow knowledge (best practices, guidelines, models, approaches, etc.) about how CSE processes can be implemented. Moreover, different organizational contexts need to be taken into account (e.g., startup, software factory, product-based companies) because CSE practices must be tailored to fit the business goals, culture, environment and other aspects of the organization. In this sense, we have explored the use of Systems Thinking [23] theory and tools to support understanding the organization and, thus, define actions to implement CSE practices according to the organization characteristics, problems and priorities. We have proposed and experienced a systems thinking-based process to support organizations to define actions to implement CSE practices [31]. From that and future experiences and studies, we intend to define a set of guidelines to aid organizations to identify how to implement CSE practices according to their characteristics.

**RQ2. In CSE, which are the involved processes/activities, resources, artifacts and stakeholders? For example, what does constitute continuous integration?**

CSE involves several processes, including development, management, supporting and business processes, among others. In the context of Software Engineering as a whole, there are standards (e.g., [14]), maturity models (e.g., [33]) and a vast literature defining and detailing processes. However, as a recent topic, there is a lack of such definitions in the CSE context. Without a clear definition about the processes involved in CSE, researchers and practitioners may have different understandings about CSE. For example, practitioners often define CSE driven by processes closer to development [16], while researchers tend to see the big picture [7]. Our framework and works such as [7] help identify processes involved in CSE. However, it is necessary to detail the processes, its elements (e.g., inputs, outputs, roles), and clearly represent the relations between them. Moreover, it is necessary to explain how they differ from ‘traditional’ processes.

Processes can be defined by means of textual descriptions or by using conceptual modeling principles and tools, such as in [21]. Ontologies (more specifically reference ontologies) can be particularly useful in this matter. A reference ontology is a special kind of conceptual model representing a model of consensus within a community. It is a solution-independent specification with the aim of making a clear and precise description of the domain of interest in reality for the purposes of communication, learning and problem-solving [11]. Ontologies can describe a particular domain (so called domain ontologies) or a task/process (so called task ontologies) [10].

They have been successfully used to represent knowledge and solve knowledge-related problems in Software Engineering (e.g., [2][1][34]). Therefore, as we are interested in detailing CSE processes, we have proposed the use of task ontologies to provide knowledge about CSE processes. A task ontology clearly represents the process and provides knowledge that enables to answer the following general questions regarding the process being addressed: (i) which are the process activities? (ii) Who is responsible for performing them? (iii) How the activities are decomposed into sub-activities? (iv) What is the control flow between them? (v) What are the inputs and outputs of each activity?. Currently, we are working on task ontologies referring to the Continuous Integration and Continuous Deployment processes of our framework.

**RQ3. Which tools can be used to support the processes?**

Automated tools are crucial to implement CSE. There is a large set of tools available for organizations to use to support CSE processes [32]. The tools used by an organization directly influence the way it performs CSE. There are cases in which the adopted tools keep the organization from making a complete transition and fully adapting CSE. Practitioners, in particular developers and CSE specialists, often rely on a tool-driven approach for defining CSE. Commercially available tools influence their understanding of CSE [16]. The selection of the tools to compose the ‘CSE tool chain’ must be careful and take technological and organizational aspects into account. In this sense, we have investigated criteria to select tools to support CSE processes (e.g., required technology to use the tool, tool price, potential to integration to others tools used by the organization, team experience with the tool, supported processes/activities, ease of use, user support, etc.). We intend to reach a set of criteria suitable for CSE context and that can be customized according to the organization context and interests. For example, depending on the organization characteristics, some criteria can be disregarded (e.g., if the organization requires the use of free tools, tool price criterion is not considered). Moreover, criteria can have different weights for different organizations.

**RQ4. How to obtain integrated data to support software development and decision making in CSE?**

During the execution of CSE processes, data is produced and stored in different ways. For example, the tools used to support the processes collect and store data regarding the supported processes. Electronic spreadsheets are also commonly used to store complementary management data. According to Svensson et al. [35], despite the vast amount of data stored in tools, decisions on software development are commonly based on subjective aspects, such as previous experiences of the managers and stakeholders, intuitions or a combination of these. One of the reasons organizations fail to leverage data stored in tools is the difficulty to access, integrate, analyze and view data handled by heterogeneous tools. Due to its continuous nature, in CSE the need for integrated data increases. CSE values data-driven software development [7][26], in which data about the processes,
team, products, clients and organization are used to support daily activities and decision-making. Therefore, it is necessary to integrate data produced by different agents and tools and provide integrated information to support well-informed decisions. However, integration is not an easy task. One source of difficulty for data integration is semantic heterogeneity, which can result in conflicts whenever the same information item is given divergent interpretations, a situation which may not even be detected [36]. Neglecting these semantic conflicts can lead to incorrect integration and wrong information for decision-making. To reduce these conflicts, integration should address semantic issues. Ontologies have become the predominant way to deal with semantics in semantic integration initiatives [25]. They can be used to establish a common conceptualization about the domain in order to support communication and data integration. They work as an interlingua to map the concepts used by different tools and data sources, enabling data and services understanding [5]. Inspired by works such as [5], [9] and [29], we have developed and used domain ontologies as reference models to integrate tools that support CSE processes. We started by developing a Scrum Reference Ontology and integrating it to ontologies from the Software Engineering Ontology Network (SEON) [30], covering requirements and project management aspects. We applied the ontology as a basis to integrate tools (e.g., Clockify and Azure DevOps) used by development teams in the software unit of a Brazilian government agency. As a result, data from different tools were integrated and shown in dashboards, providing useful information for managers to make decisions.

RQ5. Which measures can be used in CSE?

An understanding of the organization capabilities to achieve business goals can only be obtained through measuring [13]. This varies from business measures (e.g., revenue) to management (e.g., team productivity) and development-related measures (e.g., test coverage, time to deploy a new release). Therefore, it is necessary to define appropriate measures to properly evaluate the use of CSE practices in the organization. Measures are also particularly important to continuous experimentation, since they quantify experiments results and facilitate measuring the value-add of specific product features. Identifying relevant measures is of high importance in order to collect data that will work as a basis for product improvement and development of new features [4]. We have started to investigate measures to support data-driven software development and decision making in CSE. RQ5 is strongly connected to RQ4 because data provided from integrated tools should be related to measures defined to meet the organization information needs. Therefore, we have made efforts to develop a semantic integration platform to serve as infrastructure to support measurement and data integration. The platform uses ontologies from SEON [30] (and new ontologies we have developed to address CSE aspects), to build semantic services that aid in tools integration to enable extraction of data related to the measures that meet the organization information needs.

RQ6. How to collect feedback from users? How to use users’ feedback to support process and product improvement and identify new business opportunities?

In CSE, new versions of the software product are delivered to the client more often. This enables developers to frequently retrieve user feedback on the latest software increment. Moreover, in a CSE environment it is possible to carry out experiments to evaluate features to be incorporated to the product. However, there is still no well-established processes to interact with users in a CSE environment [16] (this issue is also related to RQ2). User feedback can be collected in an explicit manner (e.g., through forms and written reviews), but monitoring the implicit user feedback is also important to improve understanding the need for new requirements [22]. Moreover, the organization needs to develop the capability to effectively use collected data about user feedback to test new ideas with customers [4]. Aiming to address this research question, we will associate results related to RQ2, RQ4 and RQ5. We intend to provide knowledge about the processes that collect feedback from users (RQ2), providing an integrated view of user feedback in a CSE environment. We also plan to investigate methods and techniques that can be adopted to support obtaining user feedback and stimulating user to make explicit his/her implicit impressions. We will extend our data integration and measurement solution (RQ4 and RQ5) to cover user feedback data considering measures that meet information needs. By analyzing data, it will be possible to verify alignment between business goals and software development, improve products and identify new opportunities (e.g., new requirements that can be incorporated to the product, or even a new product).

5 Final Considerations

This paper introduced a framework representing processes involved in a CSE environment. As we said, the processes constituting our framework were selected considering mainly [7], [16] and [26]. However, our work differs from these. Fitzgerald and Stol [7] define a set of continuous activities and organize them into categories. The authors do not discuss how the activities relate to each other in a CSE environment. Olsson et al. [26] define sequential stages to implement CSE practices, but some aspects, such as quality assurance and knowledge management, are not considered. Johanssen et al. [16] identify some CSE practices without relating them to processes. Different from these works, our framework identifies CSE processes and the main relations among them by means of information and data flows. The framework provides a more comprehensive view of CSE than [26] and details aspects not covered in [7]. By providing an overview of a CSE environment, the framework can help practitioners to better make decisions about how to implement it. The framework aids to implement CSE practices considering the big picture, instead of each process in isolation. For researchers, it can serve as a starting point to future research. In this sense, we have identified some research questions and worked on solutions to address them.
We plan to use results from our works related to the RQs to improve the framework, making it more robust. For example, we intend to: detail the framework processes by defining their subprocesses, activities, artifacts and involved roles (RQ2); provide a catalog of tools to support the processes and a set of criteria to select the ones more suitable for an organization (RQ3); make available an infrastructure to the data repository and a semantic integration approach to integrate tools aiming to produce integrated data (RQ4); provide a catalog of measures related to the processes (RQ5); add a process to support organization analysis to define strategies to implement CSE (RQ1). The framework can also be extended to include other processes (e.g., processes related to human resources). Moreover, methods and practices such as the ones cited in [16] can be mapped to the processes to increase knowledge for their execution. Furthermore, other solutions can be proposed to address the research questions.

In this paper, we explored six research questions. Other questions can be investigated. For example, there are many issues related to knowledge management. On one side, CSE is strongly based on knowledge. On the other side, agile practices tend to neglect knowledge recording and storage. So, how to deal with that in a balanced way? The work described in this paper is a work in progress. From it, we expect to enable advances in CSE state of the art and state of the practice as well as motivate other researchers to do so.

REFERENCES


