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Abstract. When I was an undergraduate student, I heard a lot about a certain professor, referred to my colleagues as the best professor they had, and I was sorry I did not have classes with him because he had taken a leave to obtain his doctor degree. Years later, I met that professor. I not only met him, but I had the honor of being his first doctorate student. At that moment, I found out that he was much more than the best professor. Being advised by him I learned so much as a person and as a student. After finishing my doctorate, I received the immeasurable gift of having this professor as my greatest partner at work and, above all, my great friend. Again, I confirmed that best professor was too little to him. What Ricardo de Almeida Falbo does makes him much more than that! Working with him is a continuous learning. He makes people better. I can say that from my own experience. More than ten years working with him and being friends with him made me a better person and a better professional. His generosity, competence, patience, excellence, zeal, wisdom, friendship and values make him much more than the best professor. He has that “extra” that turns an ordinary person into an extraordinar\textit{y} person. To me he always will be a role model, my great friend, a mentor, and a great master. This paper is a tribute to him, on the occasion of his formal retirement. Here, I summarize some works we have developed together along the last years.

1 Introduction

Writing this paper was such a pleasure! I spent hours recollecting many years of meetings, discussions, emails, messages, papers, conceptual models and specifications, and all those versions (there were so many! v0.1, v0.2... v0.25...!) of artifacts we produced until finally achieving the “v1.0”, as a result we found good. Our meetings and discussions have always been productive and enjoyable. We used to have some fun even when the subject was hard. In fact, seeing the bright side of things is a hallmark of Falbo (and it is contagious!). After a while recollecting moments shared with Falbo along the path we went through together in the last years, I selected some results to report here. This paper is a summary of some works resulting from our partnership in the last years. Many other people are also involved in these works: students, colleagues, partners.
Years ago, a friend of ours found a paper that mentioned what was called “Falbo’s Approach”. Since then, in our research group, we have often used this term as a kind of joke, to play with Falbo. However, there is a “Falbo’s Approach” indeed. It is not only about his academical proposals. It is the way Falbo do things. It is the way he works, thinks, acts, values his friends, shares knowledge, sees life, chooses what does and what does not matter. Working with Falbo comes with the privilege of experiencing Falbo’s Approach.

The works reported in this paper have a subject in common: ontologies. An ontology is a formal representation of a common conceptualization of a universe of discourse [1]. It is a useful instrument for reducing conceptual ambiguities and inconsistencies, and for making knowledge structures clearer. Ontologies can be classified according to their generality level into: foundational ontologies, which describe very general concepts, such as object, event, etc.; domain ontologies, which describe the conceptualization related to a domain (e.g., medicine, law); task ontologies, which describe the conceptualization related to a task or process (such as diagnosis and sale); and application ontologies that describe concepts dependent on a particular domain and task [1]. Core ontologies are between foundational and domain ontologies, providing a precise definition of structural knowledge in a specific field that spans across different application domains in this field [2].

Another important distinction differentiates ontologies as conceptual models, called reference ontologies, from ontologies as computational artifacts, called operational ontologies. A reference ontology is constructed with the purpose of making the best possible description of the domain in reality, representing a model of consensus within a community, regardless of its computational properties. Operational ontologies, in turn, are designed with the focus on guaranteeing desirable computational properties [3].

The works I report here were developed in the Ontology and Conceptual Modeling Research Group (NEMO) and used UFO (The Unified Foundational Ontology) [4, 5, 6] as foundational ontology. UFO is based on a number of theories from Formal Ontology, Philosophical Logics, Philosophy of Language, Linguistics and Cognitive Psychology. It is divided in three parts: an ontology of endurants (objects) [4], an ontology of perdurants (events) [5], and an ontology of social entities [6].

In the last years, I have worked with Falbo in two main areas: Software Engineering and Ontology Engineering. In the former, we have investigated how to apply ontologies to support software-related processes. In the latter, we have studied how to support ontology development, mainly by facilitating reuse. More specifically, in the Software Engineering context, we have developed several ontologies and applied them to support systems integration, semantic documentation and standards harmonization. In the Ontology Engineering context, we have proposed to develop ontologies as ontology networks and organize ontology patterns in Ontology Pattern Languages [7] in order to favor reuse.

This paper does not intend to present the works in detail. Contrarywise, it aims at giving a general view of some research topics that have been influenced by Falbo and research results that have been produced with his participation. Detailed information about the works mentioned here can be found in the respective references.
The paper is organized as follows. Sections 2, 3 and 4 regard the Software Engineering context, addressing, respectively, the Software Measurement Ontology, my first work with Falbo; Semantic Interoperability; and SEON, a Software Engineering Ontology Network. Section 5 regards Ontology Engineering, focusing on Ontology Pattern Languages. Last, in Section 6, I present final considerations and personal notes.

2 Software Measurement Ontology

Everything started in 2008. I was working with software measurement and statistical process control in my doctorate research project, advised by professor Ana Regina Cavalcanti da Rocha, at COPPE/UFRJ, and I was looking for something innovative to improve my proposal. At that time, statistical process control was recent in software organizations and there were still many doubts about it. Discussing with Falbo about my research, he introduced me to the Ontologies subject and provided me the first materials I read about the topic, which included a paper by Guarino [1], and some papers and a thesis about UFO [4]. He talked to me about well-founded ontologies, the benefits of using them, and also about some applications he had done in the Software Engineering domain. After some discussion, I noticed that I could propose a reference ontology to provide a well-founded conceptualization about software measurement and statistical process control and explore it to help organizations in these practices. That would be great! Moreover, I could improve my research and start a new partnership.

Falbo accepted the invitation to be my co-adviser (Ana Regina Rocha and I are very grateful for that) and we worked for months developing the Reference Software Measurement Ontology (RSMO) [8, 9, 10, 11, 12], which is grounded in UFO [4, 5, 6]. I lost count of the number of versions were produced! When we though we have finished, a new question came up and we got back to the ontology. How much I learned in this process!

After working with Falbo as his advisee, I had the honor to work with him as work partners. Once we developed and used RSMO, we noticed that it would also be important to represent knowledge about the software measurement process, highlighting behavioral aspects that are not explicit in domain ontologies. Therefore, we built the Task Software Measurement Ontology (TSMO) [13]. RSMO and TSMO were applied in practice to support organizations to understand software measurement and statistical process control and also to help better understanding and thus harmonizing different measurement-related standards [13]. These applications were particularly relevant to software organizations that were interested in implementing practices from CMMI (Capability Maturity Model Integration) [14] levels 4 and 5, and MR MPS (Reference Model for Brazilian Software Process Improvement) [15] levels B and A. Hence, these works contributed to researchers and practitioners.
3 Semantic Interoperability

Over the years, our partnership was extended and involved many other people. We have worked in several research projects and advised together several students. One of the main problems we have explored in these works refers to semantic interoperability.

Nowadays, information is one of the most important assets for people and organizations. However, most often, information is spread in different and heterogeneous sources (e.g., different documents, standards, web pages, models, information systems etc.) and it may not be easy to combine them and obtain useful information that properly supports decision making.

Obstacles for interoperability arise mainly from the fact that the information sources are usually created independently and do not share the same semantics in the used terminology. Different terms can be used to represent the same concept, while the same term can be used to represent different concepts. Without an explicit definition of the involved terms, it is difficult to know the correspondence between concepts from different information sources. However, sharing a terminology is not enough. The entities must share semantics, i.e., the meaning of the used terminologies.

Semantic interoperability, in general, refers to the ability to exchange information based on meaning. In several contexts, semantic conflicts arise because the things being integrated (systems, data, models and so on) do not share a common conceptualization. Thus, to solve semantic conflicts, ontologies can be used as an interlingua to map concepts from different sources.

In the last years, we have investigated semantic interoperability in three main contexts: systems integration, semantic documentation and standards harmonization.

3.1 Systems Integration

Systems integration is one of the biggest challenges faced by organizations to obtain consolidated information from several sources. Taking that into account, Calhau and Falbo developed OBA-SI (Ontology-Based Approach for Semantic Integration) [16], which proposes the use of ontologies to assign semantics and support mappings to integrate systems. OBA-SI defines an integration process similar to the software development process, comprising six phases. Integration Requirements Elicitation consists of establishing the integration requirements, identifying the business activities that will be supported by the integrated solution, and the systems to be integrated to support those activities. Integration Analysis is the phase in which the integration requirements are analyzed and modeled, features to be provided and concepts involved are specified, and the overall behavior of the integrated set of systems is defined. It involves using ontologies as reference models to map the systems models and produce the integration model to be used in the solution. Last, there are the Design, Implementation, Tests, and Deployment phases, when the conceptual solution previously modelled is turned into an operational solution [16].

After some experiences applying OBA-SI [16] in practice, we identified some improvement opportunities. First, when we tried to apply OBA-SI to integrate systems to support the software measurement process, we noticed that this domain has some particularities that demand specific activities and ontologies when using OBA-SI.
Therefore, we decided to specialize OBA-SI to the software measurement domain. Second, we noticed that although OBA-SI satisfactorily addresses data integration, service and process integration are not so clear. Hence, we carried out investigations and detailed integration at these layers.

**Integrating Systems to Support Software Measurement**

Typically, software organizations use different systems to support different processes. For example, schedule and budget systems are used to support project management; modeling tools are used to support requirements engineering; and development environments and version control systems are used to support coding and source code management. Although these systems are not usually conceived to support software measurement, many times they store useful data related to the supported processes (e.g., number of defects, time and cost spent on activities, number of lines of code, test failure rate, etc.). In order to properly support the software measurement process, these systems must be integrated. However, this is not an easy task. The heterogeneity between systems to be integrated is the major difficulty. In general, each system runs independently and implements its own data and behavioral models, which are not shared between different systems, leading to several conflicts [17].

Therefore, we developed the *Ontology-Based Approach for Measurement Systems Integration* (OBA-MSI) [18], a systematic approach that uses the Reference Software Measurement Ontology (RSMO) [8, 9, 10, 11, 12] and the Software Measurement Task Ontology (SMTO) [13] to guide systems integration to support the software measurement process. OBA-MSI specializes OBA-SI [16]. OBA-SI can be applied to carry semantic integration of systems in any domain. However, systems integration in the software measurement domain has some peculiarities that are not properly addressed by OBA-SI. For instance, OBA-SI is more suitable for integrating applications that support the same process. However, systems integration to support the software measurement process typically involves applications designed to support different processes that must be integrated to the software measurement process. Besides, in OBA-SI, integration requirements elicitation is superficially addressed. In OBA-MSI, integration requirements elicitation is detailed following a goal-based approach. Figure 1 shows the first phases of the OBA-MSI process\(^1\). The last phases are the same than OBA-SI. Figure 2 details the first OBAM-SI phase. The complete description of OBA-MI is available at [18].

By specializing OBA-SI to the software measurement domain, three main contributions were given: (i) OBA-SI general steps were detailed and specialized to the case of software measurement, resulting in more palatable steps to be followed by users; (ii) we defined an integration approach more suitable for integrating systems developed with the aim of supporting very different software processes, but that produce input for the software measurement process; and (iii) an ontology framework made up of RSMO and SMTO was provided. One of the most effort-demanding step in OBA-SI is related to select (or develop) and integrate ontologies to be used in the integration initiative. In OBA-MSI, the ontologies to be used are provided and the effort is reduced to understand these ontologies.

---

\(^1\) In this paper, the words *tool* and *system* are used as synonymous.
Integrating Systems at Data, Service and Process Layers

Systems integration can be performed at three layers [17]: data, message, and process. *Data integration* deals with moving or federating data between multiple data stores. It assumes bypassing the application logic and manipulating data directly in the database. *Message (or service) integration* addresses messages exchange between the integrated applications. *Process integration*, in turn, views organizations as a set of interrelated processes and it is responsible for handling message flows, implementing rules and defining the overall process execution.

Our experiences using the first version of OBA-SI [16] showed us that data integration was well addressed, but service and process integration should be improved. When we developed OBA-MSI [18], we explored the Task Software Measurement Ontology (TSMO) [13] to address service and process integration. From these and other experiences, we decided to evolve OBA-SI [16] by improving integration at service and
process layers using task ontologies to assign semantics at these layers. Moreover, we argue that integration at process layer should consider a common understanding about business processes. Therefore, we proposed a Business Process Ontology (BPO) [19], a well-founded ontology grounded in UFO [4, 5, 6], which provides a common conceptualization about business process, to be used to support process integration. Figure 3 shows the overview of the Integration Analysis phase of OBA-SI after the improvements we made. A detailed description of this phase and of the current version of OBA-SI is made in [19].

OBA-SI [19] uses domain and task ontologies in different activities. Domain ontologies are used at both data and service layers. At data layer, domain ontologies’ concepts, relations and properties are used to assign semantics to classes, associations and attributes of the systems' data conceptual models. For addressing integration at service and process layers, OBA-SI uses task ontologies. At service layer, domain ontology concepts are used to assign semantics to inputs and outputs of the functionalities/services provided by the systems being integrated. Task ontologies, in turn, are used to assign semantics to the systems’ functionalities/services and to the business processes’ activities. It is possible that more than one domain or task ontology are necessary to cover the domains or processes involved in the integration initiative. In this case, the ontologies must be integrated in a way that results in a single domain ontology and a single task ontology to be used in the integration initiative. Moreover, when both domain and task ontologies are needed, they must be integrated, giving rise to an application ontology, involving both domain and task perspectives.

With the improvements made in OBA-SI, in its current version [19] the integration process is clearer, guiding users on the activities to be performed and allowing users to understand the relations between the integration layers and address only the layers of

Fig. 3. OBA-SI - Integration Analysis phase addressing all layers [19].
interest in a particular system integration initiative. Moreover, semantics assignment at service and process layers was improved, since task ontologies are more suitable for dealing with behavioral aspects than domain ontologies.

3.2 Semantic Documentation

In the context of software projects, documents hold a considerable amount of information that is mainly interpreted by humans [20]. One disadvantage of using documents is the difficulty of obtaining consolidated information from them, especially when information is spread in several documents. Accessing, recovering and managing information recorded in documents usually depend on human intervention and can be laborious and error-prone. Besides, gathering relevant information from different documents can be so wearing that people may tend not to do so [21].

Semantic Web deals with a similar issue by providing a way that both humans and computers can interpret the content of web pages. To reach this goal, web pages are annotated with metadata that describe fragments of the page content so that they become available for computer interpretation [22]. Since ontologies represent a conceptualization about the domain of interest and establish a common vocabulary to be shared, they are of great value to describe metadata, providing a rich formal semantic structure for their interpretation. Therefore, ontologies are often used as a basis for semantic annotation [23].

Semantic Web principles can also be applied to documents (e.g., documents produced in desktop text editors, electronic spreadsheets), giving rise to Semantic Documentation. Semantic Documentation combines documents and ontologies in the same way that Semantic Web, i.e., ontology-based metadata are created and then attached to the document content, resulting in a semantic document [24]. By doing that, syntactic information resources are turned into semantic information resources, which can be interpreted by computers. Once information recorded in the documents is automatically retrieved by computers, it is possible to develop tools to provide consolidated and integrated information for end users, decreasing the human effort necessary to obtain such information. Moreover, semantic annotation approach allows relating annotated contents and using the relationships to extract information from several documents, providing a general view that probably could not be gotten without the annotations [21].

Figure 4 illustrates the semantic annotation process for generating a semantic document. The person responsible for adding metadata to documents uses a supporting tool to semantically enrich the document. For each annotation, the tool creates semantic metadata relating a fragment of the document (referring to general information or document content) to an element of the ontology. Usually, metadata are kept in the semantic document. Once documents are annotated, it is possible to extract knowledge and link contents from different documents according to the shared ontology. By integrating content extracted from several documents, it is possible to achieve a more holistic view of the available knowledge [21].

Aiming at supporting semantic documentation, Falbo and Arantes [21] proposed an environment to manage desktop semantic documents, allowing semantic annotation of document templates. Thus, documents produced by using the annotated templates are
automatically annotated, easing end users work, since they can use the annotated templates to create semantic documents without concern with the annotations to be made. Figure 5 shows an overview of the infrastructure for managing semantic documents proposed by Falbo and Arantes [21].

Fig. 4. OBA-SI Creating semantic documents [25].

Considering some industrial reports and experiences we had in some organizations, we noticed that many organizations adopt documents and spreadsheets to record information about software projects and to manage them. For example, during a software project, information regarding planning, execution, progress monitoring and control many times is recorded in text documents and spreadsheets (e.g., project plan and status
Due to the importance of these documents for a project, project members should share them in a common environment and be able to access their content in an easy and efficient way [26]. Once documents are annotated, it is possible to build repositories containing semantic documents produced in the projects and develop semantic documentation systems able to retrieve consolidated information from them. Besides, semantic documentation helps store and retrieve knowledge acquired during a project and reuse it in other projects. Thus, we decided to explore the use of semantic documentation in software project management and provide an environment to support organizations in this context.

To provide the domain conceptualization, we developed the Software Project Management Ontology (SPMO) [25], grounded in UFO [4, 5, 6]. We used SPMO and extended the infrastructure proposed by Falbo and Arantes [21] to develop the Infrastructure for Managing Semantic Documents for Software Project Management (IMSD-SPM) [25], a semantic documentation infrastructure with specific features to support project management aspects. From data recorded in semantic documents and spreadsheets related to scope, time and cost produced along projects, features provide to managers: (i) a consolidated view of project planning regarding scope, time and cost; (ii) dependency matrices, showing dependency relations among project elements; (iii) consolidated information about project execution, pointing out the differences between planning and execution values; (iv) project performance indicators; (v) estimates for project conclusion; (vi) a global view of the performance of several projects, allowing for comparisons among them; and (vii) non-conformities detected in the semantic documents and spreadsheets content.

IMSD-SPM helps software organizations to get consolidated information from data recorded in different documents and spreadsheets. This contributes to well-informed decision making. It is important to point out that problems to retrieve information from documents and spreadsheets could be also addressed by approaches such as corporative architectures and information systems. However, although these approaches are capable of dealing with information recording and extraction, they imply in modifying the way organizations and people perform activities, since they replace documents by information systems. For organizations that use documents and spreadsheets (and prefer to keep this practice), using semantic documentation-based solutions, such as IMSD-SPM, can be an advantageous approach, because it accesses information recorded in the documents, allowing organizations and people to keep the way they perform activities.

### 3.3 Standards Harmonization

In the Software Engineering domain there are several standards produced by organizations such as ISO (International Standardization Organization), IEC (International Electrotechnical Commission), IEEE (Institute of Electrical and Electronics Engineers), SEI (Software Engineering Institute) and SOFTEX (Association for Promotion of Brazilian Software Excellence). Standards are produced in different moments, by different groups and with different purposes. Often, organizations need to combine different standards to achieve a certain goal. However, the standards do not share a
common conceptualization, and integrating them is not trivial. Thus, standards harmonization is essentially a semantic interoperability problem, as we can observe very interrelated information described in different and sometimes conflicting ways by distinct sources (standards).

We have worked on standards harmonization for several years. For example, in [13] we used TSMO as reference model to analyze and harmonize software measurement standards. After many experiences analyzing different standards and defining software processes that should be in conformance with several of them, we noticed that a systematic approach would be helpful. In 2015, Falbo was advising a doctorate student and the research topic was related to standards harmonization. At that time, we had already carried out an ontological analysis of de ISO/IEC 24744 [27] and participated in an ISO work group together. Thus, Falbo invited me to work as co-adviser of his student. Until then, we had worked together advising master students, but that was our first partnership as co-advisers of a doctorate student. The results were very promising. One of them, Harmony [28], is a systematic approach for conducting standards harmonization initiatives that uses the Software Engineering Ontology Network [29] (described below) for representing the standards and applying harmonization techniques. Harmony was develop considering knowledge from the literature and harmonization initiatives we experienced in the last years (e.g., [30]). It is based on three main actions: modeling, which refers to representing the standards as models (in opposition to text) for better dealing with them; mapping, which regards mapping the standards models to ontologies serving as a semantic referential; and integration, which concerns building a unified view of the standards by extending the domain view with the necessary standard’s specific elements.

4 Software Engineering Ontology Network

Software Engineering (SE) is a wide domain, where ontologies are useful instruments for dealing with knowledge management related problems. When SE ontologies are built and used in isolation, some problems remain, in particular those related to knowledge integration. Along the years, we have produced several ontologies related to SE subdomains, such as software measurement [8, 9, 10, 11, 12], software process [31], requirements [32], configuration management [33], software project management [25], test [34] and others. We experienced some problems, such as the same concept appearing with different meanings in different ontologies and the same term being used to designate different concepts in different ontologies, among others.

In large and complex domains, as is the case of SE, if we try to represent the whole domain as a single ontology, we will achieve a large and monolithic ontology that is hard to manipulate, use, and maintain [35]. On the other hand, representing each subdomain separately would be too costly, fragmented, and again hard to handle. D'Aquin and Gangemi [36] point out a set of characteristics that are presented in “beautiful ontologies”, from which the following ones can be detached: having a good domain coverage; being modular or embedded in a modular framework; being formally
rigorous; capturing also non-taxonomic relations; and reusing foundational ontologies. Most of the existing SE ontologies do not exhibit such characteristics.

Therefore, we started to investigate how to develop and organize ontologies in an architecture that enables integrating existing ontologies and adding new ontologies, keeping consistence between them. Considering the characteristics cited above, we proposed to organize SE ontologies in an ontology network that supports creating, integrating and evolving its ontologies. An Ontology Network (ON) is a collection of ontologies related together through a variety of relationships, such as alignment, modularization, and dependency. A networked ontology, in turn, is an ontology included in such a network, sharing concepts and relations with other ontologies [35].

To truly enjoy the benefits of keeping the ontologies in a network, we need to take advantage of the existing resources available in the ON for gradually improving and extending it. Thus, an ON should have a robust base equipped with mechanisms to help its evolution. We proposed to organize the ON in layers. Briefly, in the background, we need a foundational ontology to provide the general ground knowledge for classifying concepts and relations in the ON. In the center of the ON, core ontologies should be used to represent the general domain knowledge, being the basis for the subdomain networked ontologies. Finally, going to the borders, (sub) domain ontologies appear, describing the more specific knowledge.

After defining the architecture, we have developed SEON [29]. SEON provides a well-grounded network of SE reference ontologies, and mechanisms to derive and incorporate new integrated subdomain ontologies into the network. In SEON, UFO [4, 5, 6] lies in the foundation layer, providing the common grounding for all the networked ontologies. At the core layer, there is the Software Process Ontology (SPO) [31], which provides a common conceptualization about software process, embracing the following aspects of the software process domain: standard, project and performed processes and their activities, artifacts handled, resources used and procedures adopted by activities, team membership, and stakeholders allocation and participation in activities. Two external core ontologies are also integrated to SEON: the Enterprise Ontology (EO) [37], which addresses general concepts related to organizations; and the Core Ontology for Measurement (COM) [38], which deals with measurement-related general concepts. Finally, at the domain level, there are several ontologies addressing aspects related to SE subdomains.

Figure 6 shows the current status of SEON. Each circle represents an ontology. The circle size varies according to the ontology size (in terms of number of concepts, represented inside the circles in parenthesis). Arrowed lines denote dependencies between networked ontologies, and line thickness represents the coupling level between them (in terms of number of relationships between concepts in different ontologies). The blue circle represents a core ontology. Green circles represent the domain ontologies. The upper-left area comprising four requirements domain ontologies represents the ReqON subnetwork. EO and COM are not represented in the figure because they are external to SEON.

It is important to notice that, even adopting a layered architecture, SEON is a network and each new added node contributes for the whole network. When a new ontology is added, it should reuse existing elements (from a higher or the same layer). Other
ontologies, in turn, may be adapted to keep consistency and share the same semantics along the whole network. Even the core ontologies can evolve to adapt or incorporate new concepts or relations discovered when domain ontologies are created or integrated.

Fig. 6. SEON: The network view [28].

Being an ontology network, SEON is like a living organism and is constantly evolving. It requires a continuous and long-term effort with ontologies being added and integrated incrementally. Therefore, we have been continuously working on SEON. SEON specification is available at nemo.inf.ufes.br/projects/seon, where a machine processable lightweight version implemented in OWL is also available. Some experiences and envisioned applications of SEON are discussed in [29].

5 Ontology Pattern Languages

The works reported in the previous sections are concerned mainly to ontologies applied to Software Engineering. The success of using ontologies to solve knowledge-related or semantic interoperability problems is related to the quality of the used ontologies. The quality of an ontology, in turn, is strongly related to the quality of the languages, methods and tools used to develop it. Thus, it is important to advance on the theoretical and practical support for ontology engineering. In this context, Falbo has contributed to the ontology community by defining methods such as SABiO (Systematic Approach for Building Ontologies) [39], which supports ontology development by providing a set of process and activities to be followed to produce reference and operational ontologies.
Moreover, the architecture and framework defined to SEON can be used to define ontology networks related to other areas.

One of the processes prescribed by SABiO is Reuse, which has been pointed out as a promising approach for ontology engineering, helping speed up the development process and improve the quality of the resulting ontologies [40]. In this context, ontology patterns are an emerging approach that favors the reuse of encoded experiences and good practices. They are modeling solutions to solve recurrent ontology development problems [41]. We noticed that ontology patterns are often made available in catalogs. This does not favor reuse, since the sense of connection between patterns is lost. From our Software Engineering background, we introduced the Ontology Pattern Language (OPL) notion [7]. An OPL is a network of interconnected domain-related ontology patterns that provides holistic support for solving ontology development problems for a specific domain. An OPL contains a set of interconnected patterns, plus a modeling workflow guiding on how to use and combine them in a specific order, and suggesting patterns for solving some modeling problems in that domain [7].

It is important to highlight that we borrowed the term “pattern language” from Software Engineering, where patterns have been studied and applied for a long time. A pattern language, in a Software Engineering view, is a network of interrelated patterns that defines a process for systematically solving coarse-grained software development problems [42, 43]. Thus, we are not actually talking about a “language” properly speaking.

An OPL should indicate explicitly which referenced patterns address mandatory aspects and which ones address optional aspects. To ensure a stable and sound pattern application, referenced patterns should be presented in the suggested application order. Without this explicit procedural guidance, a representation that fits the basic network of the patterns might not provide a suitable process that helps to ensure a sufficiently complete and well-formed ontology.

OPLs are structured to support and encourage the application of one pattern at a time, in the order defined by the pattern sequences that result from the chosen paths through the language. This guideline ensures that the main property of piecemeal growth is preserved: the ‘whole’ always precedes its ‘parts’. A pattern language is of little use if its audience loses the big picture. Conversely, the essential information of each individual pattern within the language must still be preserved [43].

In summary, an OPL should give concrete and thoughtful guidance for developing ontologies in a given domain, addressing at least the following issues: (i) What are the key problems to solve in the domain of interest? (ii) In what order should these problems be tackled? (iii) What alternatives exist for solving a given problem? (iv) How should dependencies between problems be handled? (v) How to resolve each individual problem most effectively in the presence of its surrounding problems?

Considering that core ontologies provide a precise definition of structural knowledge in a specific field that spans across different application domains in this field [2], the knowledge they represent is to be reused in many domains. Thus, we argue that core ontologies are good candidates to be presented as ontology pattern languages. Therefore, aiming to favor reuse, we organized five core ontologies as OPLs [44]: Software Process OPL (SP-OPL), ISO-based Software Process OPL (ISP-OPL), Enterprise OPL (E-OPL), Measurement OPL (M-OPL), and Service OPL (S-OPL). Figure 7 shows a
fragment of SPO from which we identified patterns to create S-OPL. The description and models of the OPLs cited above can be found in [44].

Fig. 7. Fragment of SPO with patterns identification [28].

When developing our OPLs, to create the OPLs diagrams that show how the patterns should be combined and the order in which they should be applied, we used an adaptation of the UML activity diagram. However, we experienced some limitations and there were inconsistencies in the notation we used in different OPLs. Thus, we noticed that it would be necessary to define a proper notation to represent OPLs. Hence, we created OPL-ML (Ontology Pattern Language Modeling Language) [45]. For developing OPL-ML, we relied on the results of a systematic mapping of the literature that investigated visual notations for Software Pattern Languages [46]. Moreover, OPL-ML was designed according to the principles of the Physics of Notation (PoN) [47], and following the design process defined by PoN-S (PoN Systematized), as we discuss in [48]. Figure 8 shows a fragment of the process (behavioral) model of S-OPL, which defines the flow to be followed to select the patterns to be applied according to the problem to be solved. Table 1 presents the notation used in the figure. The complete specification of S-OPL is available at https://nemo.inf.ufes.br/projects/opl/.

Fig. 8. Fragment of S-OPL – Behavioral Model [45].
6 Personal Notes

This paper was written in honor of Ricardo de Almeida Falbo, on the occasion of his formal retirement. It has been more than ten years of partnership. In this paper, I talked about some works on which we worked together during this period. Falbo has contributed to the research topics addressed in this paper, and also to many others. More than that, he has contributed to people’s life, in academical and personal sense, helping form better researchers, with better character. Many people (students, colleagues, partners) participated in the works cited in this paper, and I am sure Falbo made a difference in their lives. I can say that from my own experience.

In the path I have followed in the last years, Falbo has played an important role. I have experienced Falbo’s Approach as his advisee, as partners advising students, as partners in research projects, and most of all, as a friend. We celebrated accepted papers, got frustrated because papers were rejected, discussed research issues, worked a lot, talked about life in general. It is so easy to work with him!

I was once told that we should be able to express our feelings for someone in just three words. In the case of Falbo, my words are friendship, admiration and gratitude.

In this paper, I reported works developed along the path followed in the last years. There is a road ahead. Currently, we are working on ontologies in the Human-Computer Interaction (HCI) domain. Some time ago, a student we advise told us that she was interested in investigating HCI aspects in her doctorate research project. HCI area was new for both of us. Even so, he accepted the challenge of getting into this area and invited me to this project. This has been our more recent adventure together, and we expect to produce interesting contributions to the HCI and Ontology communities. Let’s do it, my dear friend!
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