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Abstract - With the growth of data from several different sources of knowledge within an organization, it becomes necessary to provide computerized support for tasks of acquiring, processing, analyzing and disseminating knowledge. In the software process, testing is a critical factor for product quality, and thus there is an increasing concern in how to improve the accomplishment of this task. In software testing, finding relevant knowledge to reuse can be a difficult and complex task, due to the lack of a strategy to represent or to associate semantics to a large volume of test data, including test cases, testing techniques to be applied and so on. This paper aims to investigate, through a Systematic Mapping of the Literature, some aspects associated with applying Knowledge Management to Software Testing.
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I. INTRODUCTION

Software development is an error prone process. To achieve quality software products, it is essential to perform Verification & Validation (V&V) activities throughout the software development process. Verification determines whether the development products of a given activity conform to the requirements of that activity. Validation refers to whether the software satisfies its intended use and the user needs [1]. V&V activities can be static and dynamic. Dynamic V&V activities require the execution of a program, while static V&V activities do not. Static V&V are typically done by means of technical reviews and inspections. Dynamic V&V are done by means of testing [2]. Thus, Software Testing consists of the dynamic V&V of the behavior of a program on a finite set of test cases, against the expected behavior [3].

Due to advances in technology and the emergence of increasingly critical applications, tests have become more and more complex. Currently, software testing is considered a process consisting of activities, techniques, resources and tools. During software testing, a large number of information is generated. In fact, software testing is a knowledge intensive process, and it becomes necessary to provide computerized support for tasks of acquiring, processing, analyzing and disseminating knowledge for reuse [4].

Finding relevant knowledge in software testing is not an easy task. There is a need to represent and process knowledge in an affordable and manageable manner. In this context, principles of Knowledge Management (KM) are pointed out as an important means to manage software testing knowledge [5].

The main goal of KM is to promote knowledge storage and sharing, as well as the emergence of new knowledge [6]. This paper presents a systematic mapping of the literature in order to identify the primary studies that applied principles of KM to software testing. A systematic mapping provides a broad overview of an area of research, to determine whether there is research evidence on a particular topic. Results of such mapping may identify suitable areas for performing systematic reviews and also areas where a preliminary study is more appropriate. A systematic mapping also helps identifying gaps in order to suggest areas for future research and provides a map that allows appropriately to position new research activities [7].

The systematic mapping presented in this paper investigates the following issues: (i) problems related to knowledge in software testing; (ii) organizations’ purposes of applying KM in software testing; (iii) types of knowledge items typically managed in the context of software testing; (iv) benefits and problems reported on the implementation of KM initiatives in software testing; and (v) mechanisms or technologies used to provide KM in software testing. This mapping was structured in five research questions, and 336 studies were selected and analyzed according to a systematic mapping method.

This paper is organized as follows. Section 2 presents the main concepts used in this paper. Section 3 describes the systematic mapping method applied, and discusses the main parts of the mapping protocol used, including research questions, inclusion and exclusion criteria, searched sources and search string. Section 4 presents the main results of the mapping, discussing the selection process, the classification schemas, and presenting data synthesis. Section 5 discusses the findings and the mapping limitations. Finally, Section 6 presents conclusions and future directions for this research.

II. BACKGROUND

In this section, we discuss briefly some of the most important concepts in the research areas studied (namely Software Testing and KM), in order to characterize the scope of our investigation and to support the definition of the research questions that are the subject of the systematic mapping.
software development process becomes more complex, testing process also becomes increasingly complex and prone to generate a lot of information. Such information may turn into useful knowledge to potentially benefit future projects from experiences gained from previous projects [4]. However, converting this information into applicable knowledge is not an easy task. There is a need to properly represent and process the knowledge so that it can be accessible and manageable. In this context, Knowledge Management (KM) principles can be applied.

Different KM approaches have been applied in the context of software testing to promote reuse of knowledge generated in the testing process. Given this context, we conducted a systematic mapping of the literature aiming at synthesizing the evidences related to KM in software testing.

III. RESEARCH PROTOCOL

The research method for this systematic mapping was defined based on the guidelines for systematic literature reviews given in [7]. A systematic mapping helps providing a wide overview of a research area and identifying areas suitable for conducting Systematic Literature Reviews and areas where a primary study of a research area and identifying areas suitable for conducting Systematic Literature Reviews and areas where a primary study is more appropriate. It involves three main phases [7]: (i) Planning: refers to the pre-review activities, and aims at establishing a review protocol defining the research questions, inclusion and exclusion criteria, sources of studies, search string, and mapping procedures; (ii) Conducting: regards searching and selecting the studies, in order to extract and synthesize data from them; (iii) Reporting: is the final phase and aims at writing up the results and circulating them to potentially interested parties. Following, the main parts of the mapping protocol used in this work are presented.

A. Research Questions

This mapping aims at answering the following research questions:

RQ1. What are the problems reported by software organizations related to knowledge about software testing?

RQ2. What are the purposes of employing KM in software testing?

RQ3. What are the types of knowledge items typically managed in the context of software testing?

RQ4. What are the main conclusions (benefits and problems) reported on the implementation of KM initiatives in software testing?

RQ5. What are the mechanisms or technologies used to provide KM in software testing?

B. Inclusion and Exclusion Criteria

The selection criteria are organized in one inclusion criterion (IC) and five exclusion criteria (EC). The inclusion criterion is: (IC1) The study discusses KM applied to software testing. The exclusion criteria are: (EC1) The study does not have an abstract; (EC2) The study is not published as an abstract; (EC3) The study is not written in English; (EC4) The study is an older version (less updated) of another study already considered; and (EC5) The study is not a primary study, such as editorials, summaries of keynotes, workshops, and tutorials.

C. Sources

The search was applied in seven electronic databases that were considered the most relevant according to [10]. They are:

- IEEE Xplore (http://ieeexplore.ieee.org)
- ACM Digital Library (http://dl.acm.org)
- SpringerLink (http://www.springerlink.com/
- Scopus (http://www.scopus.com)
- Science Direct (http://www.sciencedirect.com)
- Compendex (http://www.engineeringvillage2.org)
- ISI of Knowledge (http://www.isiknowledge.com)

D. Keywords and Search String

The search string considered two areas, Software Testing and KM (Table I), and it was applied in three metadata fields (title, abstract and keywords). The search went through syntactic adaptations according to particularities of each source.

<table>
<thead>
<tr>
<th>TABLE I. KEYWORDS SEARCH</th>
</tr>
</thead>
<tbody>
<tr>
<td>Areas</td>
</tr>
<tr>
<td>Software Testing</td>
</tr>
<tr>
<td>KM</td>
</tr>
<tr>
<td>Search string: (“Software Testing” OR “Software Test”) AND (“Knowledge Management” OR “Knowledge Reuse”)</td>
</tr>
</tbody>
</table>

E. Data storage

The publications returned in the searching phase were cataloged and stored appropriately. This catalog helped us in the classification and analysis procedures.

F. Assessments

Before conducting the mapping, we tested the mapping protocol. This test was conducted in order to verify its feasibility and adequacy, based on a pre-selected set of studies considered relevant to our investigation. The review process was conducted by one of the authors and the other two carried out its validation. They analyzed 36% of the studies using two different samples.

IV. CONDUCTING THE MAPPING

In this section, the main steps that we performed in this mapping are discussed, namely: search and selection, data extraction and classification, and synthesis and data analysis.

A. Search and Selection

In the search process, we considered the studies published until January 2013. As a result, a total of 336 publications were returned, out of which 53 from IEEE Xplore, 67 from Compendex, 70 from Scopus, 2 from Science Direct, 4 from ACM Digital Library, 134 from SpringerLink and 6 from Thomson Reuters Web of Knowledge.
Then, a selection process, divided into 3 stages, was applied on the returned publications. In the first stage duplicates were eliminated based on examining title and abstract. In this step, the number of publications was reduced to 253 (approximately 25% reduction), since many publications were available in more than one source.

In the second step, inclusion and exclusion criteria were applied considering title and abstract. 219 publications (86.5%) were eliminated. Although the publications cited, in the abstract, the terms contained in the search string, they did not have the principles of KM applied in the area of software testing and thus were eliminated by the inclusion criterion (IC1). Finally, in the third phase, the exclusion criteria were applied considering the entire text, resulting in a reduction of 70.5%. It is worth pointing out that, in the third stage, one publication was eliminated because we did not have access to the full text.

From the three stages of the selection process, 10 studies were considered relevant, from which data were extracted. Table II summarizes the stages and their results. It shows the progressive reduction of the number of studies throughout the selection process. 10 out of 336 was the final number, with a reduction rate of about 97%. Table III lists the 10 studies considered relevant.

### TABLE II. RESULTS OF THE SELECTION PROCESS STAGES

<table>
<thead>
<tr>
<th>Stage</th>
<th>Criteria</th>
<th>Analyzed Content</th>
<th>Initial N. of Studies</th>
<th>Final N. of Studies</th>
<th>Reduction (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1st</td>
<td>Eliminating duplication</td>
<td>Title and abstract</td>
<td>336</td>
<td>253</td>
<td>25%</td>
</tr>
<tr>
<td>2nd</td>
<td>IC1, EC1, EC2, EC3, EC4 &amp; EC5</td>
<td>Title and abstract</td>
<td>253</td>
<td>34</td>
<td>86.5%</td>
</tr>
<tr>
<td>3rd</td>
<td>IC1, EC4, EC5 &amp; EC6</td>
<td>Entire Text</td>
<td>34</td>
<td>10</td>
<td>70.5%</td>
</tr>
</tbody>
</table>

B. Data Extraction and Classification

To answer the research questions from the 10 selected studies, we used a form containing some parameters, including the following: id, bibliographic reference, problems, purpose, types of knowledge, and benefits and problems, related with the implementation of KM in software testing. This form was used to extract the answers. Therefore, before the extraction, categories for classifying the studies were defined according to the research questions. So, depending on the focus of each category item, the study was classified as one or any combination of this. Categories were defined as follows.

**Classification schema for purposes:** we wanted to know what are the organizations’ purposes, when employing KM in software testing. We have identified five main categories of purposes: (i) Reuse of knowledge related to software testing (including lessons learned), (ii) Support for decision making, (iii) Cost reduction, (iv) Competitive advantages, and (v) Organizational learning (including also lessons learned).

**Classification schema for types of knowledge:** This schema shows what types of knowledge are dealt with by organizations and how they are handled. In this case, we analyzed the explicit and tacit knowledge generated by an organization in the context of software testing. Tacit knowledge comes from individual experiences. It is highly personal, hard to formalize, and, therefore, difficult to communicate to others. On the other hand, explicit knowledge is formal and systematic. For this reason, it can be easily communicated and shared. It can be expressed as tables, figures, drawings, sketches, diagrams and requirements [11].

**Other classification schemes:** In these schemes we collected unstructured data without a predefined classification. We looked at the main findings found as benefits and problems related with the implementation of KM in software testing, and the main mechanisms and technologies reported by the selected studies.
C. Synthesis and Data Analysis

Publications over the years: In order to offer a general view of efforts in the area of KM in Software Testing, a distribution of the 10 selected papers over the years is shown in Figure 1. As this figure suggests, KM in Software Testing is very recent, occurring basically from 2006 to nowadays.

Main problems related to knowledge about software testing (RQ1): Figure 2 shows the percentage of studies per category, considering the problems reported by software organizations related to knowledge about software testing. We can notice that “Barriers in Knowledge Transfer” has the largest representativeness (9 studies in 10, corresponding to 90%). It stands out because transfer of organizational knowledge can be quite difficult to achieve. This occurs because most of the knowledge in organizations is tacit, that is, derived from experience, and it becomes difficult to articulate. Another category with a high percentage is “Low Reuse Rate Knowledge” with 60% (6 studies). Software Testing, in general, can involve reusing modules, test cases, components, and experiences. However, testing teams, generally, do not reuse or take advantage of the knowledge acquired or the experience gained. Therefore, the same mistakes are repeated, even though there are individuals in the organization with the knowledge and experience required to stop this [4].

Main purposes to employ KM in software testing (RQ2): Figure 3 shows the percentage of studies per category, considering the organizations’ purposes in managing software testing knowledge. We can notice that “Knowledge Reuse” (10 studies – 100%), “Organizational Learning” (7 studies – 70%) and “Competitive Advantages” (6 studies – 60%) have the largest representativeness. We should highlight that some purposes identified are strongly related. For instance, lessons learned are both a way to promote knowledge reuse and organizational learning. Thus, studies reporting that one of the purposes of applying KM in software testing is registering and disseminating lessons learned (5 studies – 50%) were considered in both categories. Knowledge reuse, in turn, helps increasing test effectiveness and thus leads to competitive advantages and cost reduction.

Types of knowledge typically managed (RQ3): Knowledge can be of two main types: tacit and explicit knowledge. In the 10 selected studies, both of them are considered. Tacit knowledge is taken into account in all studies (100%), whereas 7 studies (70%) consider also explicit knowledge. Explicit knowledge appears mainly as test artifacts. Some examples of explicit knowledge are: Test Plan, Test Cases, Test Results, Requirements Specification, and Conceptual Models. Out of all these examples, Test Cases are the most common cited artifact in most of the literature evaluated.

Most of the studies identify that tacit knowledge is more difficult to acquire, as part of personal experiences by the members of the test team. They also mention that tacit knowledge can be acquired from discussions, experiences from project members, questionnaires and communications.

Main conclusions (benefits and problems) reported on the implementation of KM initiatives in software testing (RQ4): Regarding this issue, we have to highlight that 4 studies, although discussing some aspects related to KM in software testing, they do not report KM initiatives in software testing. In fact, only six of them (studies #1, #2, #3, #5, #8, and #10 in Table III) discuss KM initiatives in software testing. From these studies, we identified the following conclusions from employing KM in software testing:

- **Major problems found:** (i) Employees are normally reluctant to share their knowledge; (ii) if, on top of this,
knowledge sharing increases the employee workload, KM strategies fail; and (iii) the existing communication systems are not appropriate.

- **Primary benefits found:** (i) Selection and application of better suited techniques, methods and test cases; (ii) Cost reduction; (iii) Increasing test effectiveness; and (iv) Competitive advantages.

**Mechanisms or technologies used (RQ5):** From the selected studies, 6 of them use a KM system (one using a general purpose one), and 4 present KM models or architectures devoted to KM in software testing. From the mechanisms and technologies applied by them, two highlight: yellow pages (or knowledge maps) are used in 4 studies (40%); and ontologies are used in 3 studies (30%).

**V. RESULTS DISCUSSION**

In this section we discuss some important findings and limitations of this mapping.

Several studies have reported the problem of knowledge reuse within organizations. The main issue is that knowledge is retained with a single individual and therefore becomes more difficult to raise this knowledge to the organizational level. Even when some knowledge management strategy is applied, it is not always feasible to achieve organizational learning because the employees are reluctant to share their knowledge as they feel that retaining this knowledge is an advantage over their colleagues [4].

Several studies report on the use of a KM system (#1, #2, #3, #5, #8, #10). Others propose knowledge management models or architectures (such as #1, #4, #5, #8). A KM system should support the integration of information from disparate sources, wherein a decision maker manipulates information that someone else conceptualized and represented. So, the KM system must minimize ambiguity and imprecision in interpreting shared information. This can be achieved by representing the shared information using ontologies [12]. Although ontologies have been widely recognized as an important technology for KM, only three studies (#1, #5, and #8) use ontologies. More specifically, only one (#5) uses an ontology of the software testing domain. This seems to be a problem, since, as pointed by Staab et al. [13], ontologies are the glue that binds KM activities together, allowing a content-oriented view of KM. Ontologies define shared vocabulary to be used in the KM systems to facilitate communication, integration, search, storage and knowledge representation [14].

With respect to the types of knowledge, both tacit and explicit have been investigated in the literature. According to [11], as expected, tacit knowledge is more valuable, it is hard to be acquired, and it requires good strategies to acquire and process this knowledge. However, results obtained from it are rich. Therefore, tacit knowledge is important to the test team as it refers to previous experiences and thorough analysis of past projects [15]. In this context, yellow pages or knowledge maps are considered important tools for managing testing knowledge, and the some studies cite their importance, such as #1, #5, and #8.

During the mapping it was possible to infer that much of the explicit knowledge was related to reuse of test cases derived from documents considered complete and correct. According to [16], more detailed information on test cases can provide a greater learning. As test cases evolve in applications, they may be changed for a variety of reasons. Thus an efficient and effective KM process can help in evaluating the impact and in conducting changes of the test cases.

As we can see by means of this mapping, there are many benefits of implementing KM in organizations for managing software testing knowledge:

- **Selection and application of better suited techniques, methods and test cases.** Experience plays a key role in testing, and managing past experience helps to effectively tailor the techniques and methods to the ongoing project. Some of these techniques, such as White-box Testing Techniques, Black-box Testing Techniques or Defect-based Testing Techniques [2], depend on the knowledge, experience and intuition of test analyst.

- **Cost reduction.** In the testing context, cost has a very strong relationship with time. Tester experience is crucial for designing test cases and regression test selection. A good selection of test cases minimizes not only costs but also reduces time [17].

- **Test effectiveness increase.** Knowledge and experience about the domain and the system under test is essential for increasing test effectiveness. This helps testers improve decision making on which techniques to use, selection of test cases or approaches for test input generation [4].

- **Competitive advantages.** In organizations, KM is now seen as a strategic factor and knowledge is also recognized as one of the main sources of cost savings and competitive advantage [18]. The ability to transfer best practices in the organization is a means to build competitive advantage through the appropriation from scarce knowledge [19].

Although KM in software testing brings many benefits, there are also problems, such as:

- **Employees are normally reluctant to share their knowledge:** Many experiences are grasped by only a few people and haven’t become public knowledge. This causes many difficulties in knowledge transfer about testing [4].

- **Increased workload:** Shortage of time is a potential risk to incorporate the principles of KM in software testing, because knowledge sharing can imply in increasing the employee workload and costs [4, 18].
• **KM systems are not appropriate yet:** There are many difficulties in implementing knowledge acquisition, coding, storage and searching functionalities effectively in KM system, because it involves all the problems mentioned above as time and interest of the employees.

The mapping conducted in this study also had some limitations. In order to reduce subjectivity, the other two authors made a random validation of 36% of the studies. We did several tests with the search string to try our best not to compromise the return of some preliminary studies. We cannot say what is the best technique applied, but the objective was to map how the principles of KM has evolved in the software testing domain over the years. Furthermore, the results may be different if conducted to another area of application different from the testing software.

**VI. CONCLUSIONS**

This paper presented a systematic mapping in the context of software testing and KM. Five research questions were defined and addressed investigating the following aspects: (i) main problems found related to knowledge in software testing; (ii) purposes to employ KM in software testing; (iii) types of knowledge typically managed in the context of software testing; (iv) main conclusions (benefits and problems) reported on the implementation of KM initiatives; (v) mechanisms or technologies used in KM in software testing.

The contributions of this work are on making evident some aspects associated to the employment of KM in software testing and research efforts that can drive future research. In this context, we highlight the following conclusions: (i) the major problem in organizations are barriers in knowledge transfer with largest representativeness; (ii) reuse of testing knowledge is the main purpose of applying KM in software testing; (iii) there is a great concern with tacit knowledge.

Implementation of KM strategies in the field of software testing has shown very promising research, since KM helps in handling knowledge within the organization in several respects as shown in this systematic mapping. However, a point seems to be a challenge for KM in software testing. Although recognized as an important instrument by the KM community [12, 13, 14], ontologies are not being widely used in KM initiatives in software testing. Thus, as future work, we intend to explore how ontologies can be used for managing knowledge in the software testing domain.
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